**DSA Practice 2 (11/11/2024)**

**By Jashwanth SA**

**CSE C, 22CS066**

1. **0-1 Knapsack problem:**

import java.util.\*;

class Main {

public static int knapSack(int capacity, int[] val, int[] wt) {

int n = val.length;

int[][] dp = new int[n + 1][capacity + 1];

for (int i = 1; i <= n; i++) {

for (int j = 1; j <= capacity; j++) {

if (wt[i - 1] <= j) {

dp[i][j] = Math.max(val[i - 1] + dp[i - 1][j - wt[i - 1]], dp[i - 1][j]);

} else {

dp[i][j] = dp[i - 1][j];

}

}

}

return dp[n][capacity];

}

public static void main(String[] args) {

int[] val = {60, 100, 120};

int[] wt = {10, 20, 30};

int capacity = 50;

System.out.println("Max value in knapsack: " + knapSack(capacity, val, wt));

}

}

Output:
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Time complexity: O(n\*capacity)

1. **Floor in sorted array:**

class Main {

public static int findFloor(int[] arr, int k) {

if (k < arr[0]) return -1;

for (int i = 0; i < arr.length - 1; i++) {

if (arr[i] <= k && arr[i + 1] > k) return i;

}

return arr.length - 1;

}

public static void main(String[] args) {

int[] arr = {1, 2, 8, 10, 12, 19};

int k = 5;

System.out.println("Floor index: " + findFloor(arr, k));

}

}

Output:
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Time complexity: O(n)

1. **Check Equal Arrays:**

import java.util.HashMap;

class Main {

public static boolean check(int[] arr1, int[] arr2) {

if (arr1.length != arr2.length) return false;

HashMap<Integer, Integer> map = new HashMap<>();

for (int num : arr1) {

map.put(num, map.getOrDefault(num, 0) + 1);

}

for (int num : arr2) {

if (!map.containsKey(num) || map.get(num) == 0) return false;

map.put(num, map.get(num) - 1);

}

return true;

}

public static void main(String[] args) {

int[] arr1 = {1, 2, 3, 4, 5};

int[] arr2 = {5, 4, 3, 2, 1};

System.out.println("Arrays are equal: " + check(arr1, arr2));

}

}

Output:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAXQAAABgCAIAAACCMR49AAAAAXNSR0IArs4c6QAAEMBJREFUeF7tm11slUUax4ddxPb0A/tJNYWWahcRgTYQxRiNYvZCLxrFhM3G3RATd/UauKfcA9eSJTFccEMiIVzohYEYjAGJxAoiFtbSSiOlpS32e6HZ3Wc+3nPm/ZyZc07pe47/N02gPc/MPPObmf87zzNzVmzeup0x1rquc/iXm/QfPCAAAiBQFAIr/vLXv1NFUzOLtdUri1IjKgEBEAABIrCidX0X/bP5+Y1Xf7gOIiAAAiBQLAJ/KFZFqAcEQAAEdAIQF8wHEACBJSEAcVkSrKgUBEAA4oI5AAIgsCQEIC5LgjXtlb53+OvL567Iny8P70m7u/CvJAlYicueo2doFn59dHdJdhFOhwmc2Pfytp1btn18aXrp6Ow+9uWZY+8tXf2oOe0EbMRl9ysbqqkfNRtexCsu7eOZIv/WNdakyBu48ugJWIjLey9urGEDg0OspvMVvIge/RCVaIsHNnWUqOdwu0gEzJfoKCbat3381JGJP+/tZt9+/PKHJ3NNU+i+t/P6kZ4PnvnkSk+b+vv0d4df23dc/NL76bld7LMt7/5y7MuPXvDeYwNndr59UNrSzjn3d8ZmLlFVJ8QnvObumkEqe0jrqbBnufrZAa1dbqfVYAYU37qV82S0//Tlt7wl5NS0dC65uOYeR3rnnctvNSn+vKD3f9VPjrohnkyQpMZf5+mHxutsZ9OBQTeADVDNWg+d2vZ+r/wtcdqo+ZY19ibDWG7aGNGZxx4Wj4CAceciYqLBa70nvrk+HRkZVTfuohXecOkIxfA7D387M93/jVQW9TRsOk2KMP4Zfbpl22cDbKhPKQvbc/RvpDg0d/lHR76bZtUv7PWi9BP7vhhkrH2Tmo5qUvI9VK5+qSy08HjNO0+RPRsfltpk8SS1buE8XyGkLKp1Sl6Q8+dOH7BoOLvAkoqTfHDZJSHmXRvv3pdTMZsm9p/mWk/r2SPT/taVT/fblCzY5uQHr6mZILSe/1/8eMqiGjBNmwQ/CiRfcA9RgSUBk7iImGj63i+MnfyqfyYyMupoZ6e2qR3H8Q97fFsb8qKmran/Y28DcuhtbZKRMU07ZU8pRqEvG19VaePeK0OMtXVpy3XPq501bOb6ebV12vNUA18/2V3Su+EZnAQhuXVVMtb53cf+0V2T26PRiuLJ0Y7XLU9eDMX3HH2VNkTZLV7vu1y1LUdUmBHnHA0qzpU3oNQW1VHB3ABZ2DuZGKZNbF0FknfyEcYFETCIi76ej/86zrTFn212+tvPe5N8GPpCj6QSLE/cGdM/Pfi5f7nKPdR5FTcxJvxp21WsF3KgdeVJjPNSc317NCm+9etthsNUfH0jZdBzWzyqUnQ2/+fWPSdtyr8h+5KmaRNTkwmdvQOwXGoCyeIi1vP0za9krHHw2kDUmdHYr1oWJuzv9MSt+E7IQ27vJ5u/kAX8eyWZV76ipWAOvs/f57Th5zXkc+qZ2LpwIc75Z+opg1Sz/SPN+XP7tpMiNLTa5LwNxXe30p4s0PS/JxxPjSmwyoKVvqXrMUybOGcLJJ8uBmXuTaK4iPXMaijgl9NULP6inRlR5o9PepVzUWkXH+7jH54f8PZKYg/le5nz97kIrLacoQCKpzxc7oOZWzeOvEyI+H+8hLSxsIh6Cime1AJlo/hgqZyLl5Cy8KlETJYQXYkQKAk3k8RFxkRaTk4t42xapKAeHnhTZnODORpfpYf6BmUW2csrRzZ58H0lMTXd71imVK1aj++f2Ec0PZXvrUJD8ZPDFAMFIizxxo5/xGZHPbuPvS6zuYEcakHDtZyF9b4XSH45u/G7aztBXPwxkSQjI6PGdcXipO+NhZYFH57Wpb3SAdpDzVw6pR9Lh0yFb04L3th6bDdjz87swJiKixSJP5nNs9e+xzcKco+pP76oan9Xu51jxbMqLEnkiy57t3i3HMg9E7ri9QA1FUogXlwiMmfUGN9K5HHuEOGm0IKOnk96xWd0pSI6L8DTutUv9NDRjJf68eqiIlcuq+LenZHcWZIBjGXrsbWc/OBf303zgDGb6xE5DtvssqG4iAcJjjrbDsGRo+CdLlMQRHeCcq7KXFX3P+XXNeTBbV7zRBDO92sffItBsWp2gGw9OH7+pnYpgUevdNdGewokb+sG7AonECsugXPfbEvhE+J8nTj0Nj97btslEjr8Alj0V13EUqH8ZuD6DGPy9S6LeykG+5SHZevxneNfz1HXWzwHTHsrvTJDcTpLFmfbPR4czir3eKfLIpnd00Y5CP2smlJRdPas8s17u+n6mUhLZR++YoXP4gZjNqdW3G8wUgd5o9kBslYZ71ICT6KRh3THj1+P0p4Cyec7X1HOlYD5hq5rjUW3j7iyWfQ20l+huLIcvCGdfrfh4e+YgOkS3fKjSUzlLr978AAEQCCaQMrFRX5RxSXcwECDAAikg0BqxUXeARPKkv02YzqQwQsQAAEbAiWQc7HpBmxAAATSRiC1O5e0gYI/IAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJAOJiCQpmIAACbgQgLm68YA0CIGBJYEXr+i4y3fz8xqs/XLcsU6pmlU/u6FrDbv90cXihVLtQZL8r2rc++zS7e/H7O7NFrhnVsebOrs2NHoc5W8h6qZH+vmsTJUyyBMTFN0iEem7q6o2B0Xl36EUVl6rW53asXRV0wnoOuXufRwnSjg5248fBWFbLJy71HW9sqNW7NFteoi+nh9epiuZ6Njrh8koTfEpdXFIeFtVteknK/4Of+/rO9t3lL9gMY3koSx5r01xk6uqFvrP6T7q2AJVVxCrpWRj8vu/sI/eZFp5UFlo8Zy8MjZg5l5xFRVPDKjZ396raIy+4KUvJdTfG4TSLC71X21qkrFwQr9/5Oxf5Sh4YLRf6S9uP+rqWpW0gv9rr2mnHd2+IRFns+SevCXVGrJofzTSXSnFYJHaGht2yb3dN+4iA7ohtv3x7U8Byg20O5lxoZ0T6JR9SsYQIIjiIYt+7EGpRmsl2/RVKV2lR3Zz06jK1LuK4Kq1lb5/MC9b44wgePGZkYK/12ue1xkevOTqU81XiHwXeOuvvG8zkAkOXoEb02sfB52UEWOHttD8BEQqW/UmNWHSyrWTyIYABb4MxXW6go4Pl3NRKHjiNQ1mERUniEhw/r+9qJoXGz/tcTWJDcZPkiuJJC14NpFwbyhndXk0guSCzzuSWgSyilpaaT/ZRbqK4ePqSy5WGVpSpdW+aej3is415WmY1R0UNLFEx43IuUehyCyy7MqVvCp21vkj78JtATQgLcfEcUC7xClvGc3n6RHSMGcj7Z0I4TyeVxVNkMa9i3moRmXKrgeMg8hKX5V2w4QWd2p2LMdcYfgGKv3ijLmeYLhaBHFvooMTYYvgFG0zo+haYNi9DUzDcVuAvvr6Ehs1qjuYtLuGCfphybesryg2dXDm8U1H7F6O4hEfWzycZnRX5wK5Qr9/0UtG2ro9cXEzv60f9eZpzLoksREJhZDwbYpDx5ODtByxT11TJC1ZV0sqfGtNO8mbntHR9ZV1Lhs2OT2pHsAtj41S8Ug9DTKMRTOj6Egfzd67eflC19tkdW5+jnPRIvxayGVuXvbu9LCfEMhk5OaZlzWeH71DataWhLgfk3qSW+VqYmzOh0j+fGDh74aefqUhj2xsvdb3x0nPtYsjsHpUrHYw7o01GZyTP5mfnWNXajjiXxCyq3dypobDz+3doVariUpWpoCzJbPwha4ZSLXPzvusb89qvlVxEaOWLya1+xNFyRcZhohsmzOzwAC2hqgw/kvRdWDC1burdkk5UccY0t5B882V2vsATO3FQRanc/inGVj3d1bWjlQbU5jG4Z0BnIs8YOUYHWNwlPjHCIjIxcJHeYfnIok3vysom5TmX5Mg8mFDQ9vNRG3U9fs4rpnXfHnvZgUDS1NS6KaJZ0rAoMuGq/9GqdZdV4svCmMIim3xwfKbJRF5zO5fWjc7EZYO7iIx4UjIrPhOvNe7gZ65U2nIuf6wV55VrmptGR+8FJsTsxMit4Yif4alFbrk4Mxz16a1hFWsYihtnX6a+dXWmmt1XzfntH66s6WjMPPhtRN+9r6ptal3NJkfG7i8urqptWbP6v5OeM7x0bfOGxscfTt0TFVasaal+fD66cqNrZCDaWhzV6w8Va+4UZ0a3Z+sbKaLQ2zK0Htk7rfrK5rVPPK46Iv9c0bS2sZ7NDt+deejZaTTiOrTyiZZgKTKtamisf+w/o1pVlAWlFqvnfrvFb4KFW6ciLWse87Vuw9CzWXz4GI21ghkBVgzczLga6yj3cq2Z0NmP++L9uzT57/+voXHd6hV+GqK5+Um+OuYyHU82rJzzzUPGosFGoYsYOF55ZV2H1mVLmMu8YENepjcsknF+bPQ7MRnMAtAC05IFs/MPSE6a6nM9Fhtm75mfHKGApaHOJcNiOcSeWX2HSLX8ODjMN9K+jhhbj+hdsPWqSi1+E6mEwOPLMTn4LnNPKnWlykVkuBxqNJmKgfM9vuC0uUG/yxvlnl42GZ2RfNBXUyZONFejTy1Tb40DZ6qgZD5Pr7jw61VeQK5yfhTXUBi89UmhCOJTCn3Vr7RbFtuEGyoJqnKQG7o2CX2hHaP/tv7C4I27s5k1O3LZRH4bOCLGznMo6zaJWy0y1SKSL6ue/pP0nB5j6yI5zQP7jmZZgvc9m/icHKNdJn0qMwK0hfZfh1GN8BwT5Q68Gqw7orztUujUhVqvL9bVxBiStzzJ5XnFf+V3kbIJb5FlJ7dlZym+0L6hI6oUI+tL09DgagOXjM5EXsyxbAJInWpr2WveVtZ5dV/mwci45dV+u4ErFHFayqf2KDoLKHSjSQ9xfXdtTJfovl9oD949C1TucI8u8btF4cPawPUK2TtT68GbRD73At9w41faGiaDX0GMvmRocctOyHH2e3fhS3RWiYPoSa5fYJMWIezBO3584Ojanp4UD+YXAqfaiegSyQfdC9zfCY17ZFow6Ww+aeBCX7mSgOyvX6VFV4Qf6ReXVOGCMyAAArYE0hwW2fYBdiAAAikkAHFJ4aDAJRAoBwIQl3IYRfQBBFJIAOKSwkGBSyBQDgQgLuUwiugDCKSQAMQlhYMCl0CgHAhAXMphFNEHEEghAYhLCgcFLoFAORCAuJTDKKIPIJBCAhCXFA4KXAKBciAAcSmHUUQfQCCFBCAuKRwUuAQC5UAA4lIOo4g+gEAKCUBcUjgocAkEyoEAxKUcRhF9AIEUEoC4pHBQ4BIIlAMBiEs5jCL6AAIpJABxSeGgwCUQKAcCEJdyGEX0AQRSSOD/2FnzYMrRWqUAAAAASUVORK5CYII=)

Time complexity: O(n+m)

1. **Palindrome Linked List:**

import java.util.ArrayList;

class Node {

int data;

Node next;

Node(int data) {

this.data = data;

this.next = null;

}

}

class Main {

public static boolean isPalindrome(Node head) {

ArrayList<Integer> list = new ArrayList<>();

while (head != null) {

list.add(head.data);

head = head.next;

}

int n = list.size();

for (int i = 0; i < n / 2; i++) {

if (!list.get(i).equals(list.get(n - i - 1))) return false;

}

return true;

}

public static void main(String[] args) {

Node head = new Node(1);

head.next = new Node(2);

head.next.next = new Node(2);

head.next.next.next = new Node(1);

System.out.println("Linked list is palindrome: " + isPalindrome(head));

}

}

Output:
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Time complexity: O(n)

1. **Balanced tree check:**

class TreeNode {

int data;

TreeNode left, right;

TreeNode(int data) {

this.data = data;

this.left = this.right = null;

}

}

class Main {

public static boolean isBalanced(TreeNode root) {

if (root == null) return true;

int leftHeight = getHeight(root.left);

int rightHeight = getHeight(root.right);

return Math.abs(leftHeight - rightHeight) <= 1 && isBalanced(root.left) && isBalanced(root.right);

}

private static int getHeight(TreeNode root) {

if (root == null) return 0;

int leftHeight = getHeight(root.left);

int rightHeight = getHeight(root.right);

return Math.max(leftHeight, rightHeight) + 1;

}

public static void main(String[] args) {

TreeNode root = new TreeNode(1);

root.left = new TreeNode(2);

root.right = new TreeNode(3);

root.left.left = new TreeNode(4);

root.left.right = new TreeNode(5);

root.right.right = new TreeNode(6);

System.out.println("Tree is balanced: " + isBalanced(root));

}

}

Output:
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Time complexity: O(n)

1. **Triple sum in array:**

import java.util.Arrays;

class Main {

public static boolean find3Numbers(int[] arr, int n, int x) {

Arrays.sort(arr);

for (int i = 0; i < n - 2; i++) {

int l = i + 1, r = n - 1;

while (l < r) {

int curr\_sum = arr[i] + arr[l] + arr[r];

if (curr\_sum == x) {

return true;

} else if (curr\_sum < x) {

l++;

} else {

r--;

}

}

}

return false;

}

public static void main(String[] args) {

int[] arr = {1, 4, 45, 6, 10, 8};

int x = 22;

System.out.println("Triplet exists: " + find3Numbers(arr, arr.length, x));

}

}

Output:
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Time complexity: O(n^2)